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Abstract

In this paper I will detail my senior thesis work done on modeling opponents in board games using the estimation exploration algorithm. The paper first explains background knowledge to explain concepts relevant to the project. From there I build an outline of a system that could be used to model opponents in konane using the estimation exploration algorithm. This system is implemented and then finally tested to get data. The results found from this system were quite promising, showing that in some cases this system is capable of producing the same moves as an opponent in over 80% of scenarios. Furthermore, it was found that for every opponent that I tested against, the resultant models were significantly better than an untrained random player. These results indicate that the estimation exploration algorithm can be used to effectively model an opponent in a board game, albeit with varying degrees of success.
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1 Introduction

Game AI has been an evolving research area for years. The advances in game AI have come in the form of theoretical advances as well as pragmatic challenges and competitions like the famous Deep Blue vs. Garry Kasparov chess match[8]. These advances have massively improved upon processing capabilities and evaluation efficiency. Game AI has borrowed from and pushed forward other aspects of artificial intelligence.

However, one aspect of Game AI which has only been explored in a very narrow range of games, like Poker[3], is opponent modeling. The term opponent modeling refers to building a model of an opponent to try to predict the next move the opponent will make. This could be used to more intelligently choose a move to counteract the opponent’s play.

Opponent modeling also has much wider implications, particularly in the arena of business and warfare strategy. One extremely effective and widely used tactic in both business and warfare is hiding information from an opponent. It is of vital importance that one’s opponent is not aware of one’s strategy in business and warfare, otherwise the opponent could work to counteract one’s strategy. This is why governments and businesses quietly invest into espionage. Effective opponent modeling is one way to overcome a lack of information. If one is able to see through their opponent’s attempt to disguise their information, then one is able to use this information to make more sound decisions to combat the opponent.

Another use for opponent modeling is the historical significance of having an accurate model of human players. If we were able to model Garry Kasparov’s chess play to a high level of accuracy, then mankind would be able to experience his playstyle for years to come.

The estimation exploration algorithm could prove to be an effective means of modeling an opponent. Because of the promising results that the estimation exploration algorithm has shown in problems similar in structure to the problem of modeling an opponent, I believe the estimation exploration algorithm will prove to be an effective way of modeling an opponent in board games.
2 Background and Related Work

This section will go over past work and concepts related to my work that the reader will need to understand in order to understand my project.

2.1 Opponent Modeling

A lot of work related to modeling an opponent in a game is related to poker. The reason for this is that in poker it is absolutely essential to understand the play of opponents in order to play optimally [3][11]. The need for opponent modeling is largely due to the fact that in poker, there is hidden information. Because of the fact that there is hidden information, it is impossible to use game theory alone to arrive at optimal play[7]. In poker there is also the unique problem that opponents will intentionally rapidly change their strategy in order to be less predictable. One’s opponents do not know what is in one’s hand but the opponents can try to guess based on what one’s play style is like, and subsequently play more efficiently by abusing the fact that they have a good guess of what is in one’s hand.

There has been other work in opponent modeling across a wide range of games. Schadd et al.[25] discussed opponent modeling in a real time strategy game. This is a very different problem from poker because the models must be done while the game is actively being played. Real time strategy games are not played turn by turn, they are instead played in real time. Games also last much less time than poker and much less information can be derived from the opponents. However, Schadd et al. were able to overcome these problems by greatly simplifying the models they used for their opponents.

The papers relating to poker have many variables at play. In particular, “A Demonstration of the Polaris Poker System”, explained how the Polaris Poker System has many inputs which are then fed into a neural network to make decisions about which move to make[7]. The main simplification that was made for opponent modeling in real time strategy games was to use ‘hard coded’ classifiers for players. The proposed system made the assertion that each opponent was either aggressive or defensive and of those two types, they made one of four units. This essentially broke the problem space down to only having to classify which of eight potential groups an opponent belongs to and counteract the opponent’s strategy. This was effective because of the more strategically simplified nature of the real time strategy game they chose. Board games
play much more like poker, where the strategies can be more easily represented by how much an opponent favours one move over another rather than classifying an opponent into a limited set of play styles.

Thagard discussed adversarial problem solving for games in “Adversarial Problem solving: Modeling an Opponent Using Explanatory Coherence” and mentioned both chess and poker\(^29\). Interestingly, the paper specifically mentions how much research has been put into opponent modeling in poker but how chess research hadn’t yet caught on.

### 2.2 System Identification

System identification is a thoroughly used and researched problem in both science and engineering. System identification works by having an experimenter be given a hidden system and test it to either learn about the structure of the system or to make the system act in a particular desired way\(^5\). For example, a chemist may be given an unknown substance and be tasked with coming up with an accurate breakdown of what is in the substance by performing tests on the substance. We will be looking at treating an opponent in a game as if they contain a hidden system which they use to decide what move they will make next. If one performs system identification on this hidden system that the opponent holds, one can learn how it is that they will make future moves and use that knowledge to make moves which one can be certain will be better.

The literature on system identification is almost exclusively high-level theoretical work that is relevant either to pure math or upper level mechanical engineering concepts. However, the literature will be relevant to using the estimation exploration algorithm to perform system identification.

One paper, “Nonlinear Black-box Modeling in System Identification: a Unified Overview” by Sjöberg et al. goes over black-box modeling\(^28\). Black-box modeling uses system identification to model a completely unknown system. This paper also describes grey-box modeling, which is a type of modeling in which some information about the hidden system is known but some parameters must be tuned and white-box modeling, where the physical state of a system is completely known.

The type of modeling that the estimation exploration algorithm does is grey-box modeling. It requires that the representations for models and tests be closely tied to the system under test, so the system must
already be fairly well known but a lot of the specifics can be tuned by the algorithm.

2.3 Game Concepts

This section will explain the concepts related to game playing and game AI which are necessary for understanding my work. I will use chess for illustrative purposes because it is a very well known board game. However, these concepts are general and apply to all board games.

2.3.1 Game State

Game state is the way of describing the position of a game. In the case of chess, the game state is described by a chess board with chess pieces on it. Game states can be either valid or invalid. Invalid game states are ones which cannot be reached through legal play of the game and valid states are those which can exist within a legally played match of that game.

![Figure 1: Example of an invalid state in chess][1]

The above figure is an example of an invalid state, because there is no set of moves that can legally result in the above board. At the very least, whichever player lost their king first would lose the game immediately, making it impossible to remove the other king.
The above figure is an example of a valid game state because it is possible to arrive at this state through legal play of chess.

Whenever I refer to a game state for the rest of the paper, it can be assumed I am referring to a valid game state.

2.3.2 Game Tree

A game tree consists of the initial state of a game followed by the legal moves that can follow from that initial state. The initial state is simply whatever position the game begins in and all board games have one. A complete game tree would be one that has the initial state and every single possible move following from that state and all subsequent states. For a simple game like tic tac toe, it is feasible to explore the entirety of the game tree. However, for more complicated games like chess it is not possible to explore the entire game tree by today’s computers, as it would take many millions of years to do so.
The above figure shows an example of a tic tac toe game tree to depth three. That means it shows the initial position as well as possible states that result from that initial state with two moves, one from each player. This figure is a bit misleading though, as it only shows three possible moves from the initial state, when it should show all nine. This was just to make the graphic an appropriate size to get the idea behind game trees.

2.3.3 Minimax

Minimax is an algorithm for making correct move choices in a board game. Given a complete game tree and knowledge of what states result in a win or a loss, minimax would be able to make the best possible move for either player at each game state along the game tree[24].

![Game Tree with Minimax Values and Choices](image)

The figure above illustrates the way that minimax makes decisions. The assumptions that minimax makes are that the first player to make a move is attempting to maximize their score at the end of the game and the other player is attempting to minimize the first player’s score at the end of the game.

With these assumptions, minimax will recursively go to the leaf nodes of the game tree and ascertain values for the game state at those leaf nodes. Because at the end of all board games it is unambiguous who has won, these values completely accurately depict which player won the game. Then, minimax goes up
the game tree and at each state it chooses the appropriate move based on whether the current player is attempting to maximize or minimize final utility.

This can lead to somewhat counter-intuitive choices. For example, in the figure above the first move that the maximizing player chooses is the -7 move. However, the move with -10 has a possibility for resulting in a leaf node of $+\infty$. A greedy player would be more likely to try to get this very positive outcome, but that play would actually result in a utility of -10, rather than $+\infty$. This is because the minimizing player would avoid letting the $+\infty$ be played.

![Figure 5: Pseudocode for the minimax algorithm][24]

Above is the pseudocode for the minimax algorithm. It defines a function $\text{Minimax-Decision}$ which takes in a game state and returns an action. For chess, the game state is a chess board with pieces arranged in a legal configuration and the action is a resulting move from that game state. This move will be either for white or for black, so it is important to specify one of the players of the game as the maximizer and one as the minimizer.
2.3.4 Static Evaluators

Static evaluators are functions which are given a game state and return the utility of the state for a given player.

![Chess board](image)

Figure 6: Static evaluators are functions taking in game states and returning numbers\[10\].

The above figure shows the idea that a static evaluator takes in a game state and returns a number value for how strong that state is for a given player.

The purpose of a static evaluator is to make it so that, rather than needing a complete game tree to function, minimax can work to any depth into a game tree. This is because, rather than having minimax recurse to the leaf nodes of a game tree it can be modified slightly to return the utility of the static evaluator once the desired depth has been reached by minimax.

This modification makes it so that the static evaluator is the most important factor in determining the strength of a game engine. This is because, if an engine is using a static evaluator which does not return accurate utility values, it will tend towards making moves which are more likely to result in the engine’s loss than if they had a more accurate depiction of the strength of each state.

Static evaluators can work in any way, as long as they take in a game state and which player to evaluate for as input and return a number as output. However, there are common ways to structure static evaluators and the one which I will be looking at and using is a feature vector with weight values. This means that the

\[ f(\quad ) = 5 \]
static evaluator will have a number of features that it looks at. In chess these features would be things like “number of queens I have” or “number of pawns my opponent has” or “number of rooks I have that are on the same vertical line”. There can be as many or as few features as wanted, depending on how complicated one wants their static evaluator to be. These features are then associated with weight values. For example, we may weigh each queen that the opponent has as a \(-5.3\) utility to the game state or we may weigh each pawn we have as being worth \(+1.3\) utility to the game state.

2.4 Artificial Evolution

Artificial evolution is a way of searching through a space of possible solutions to a given problem which mimics the biological process of evolution. It is meant to gradually find more and more optimal solutions to a problem as it runs.

The above figure shows the idea behind artificial evolution. When we are evolving models, the population is made up of static evaluators and the way that the individuals are evaluated and the best designs are chosen is through a fitness function. The fitness function of any evolutionary algorithm takes in a proposed design and returns a number value related to how good that design is. Our fitness function will be
determining how close a given static evaluator is to modeling an opponent by representing how accurately it can predict moves from the opponent which we have already seen.

The final step, evolving a new population, can be done in any way which produces a new set of static evaluators to be evaluated. However, there are a few common ways to evolve. Uniform crossover takes the best designs and then “breeds” them with each other by taking a random number of weight values of the feature vector from each parent. This produces offspring which have some weights from each parent and therefore, should act similarly but not completely the same as either parent.

Another part of this form of artificial evolution can be including mutation after crossing over. This would be that, for each of the weight values of the new offspring there is a certain, usually small, percentage chance that the given weight value would have a randomly chosen small value either added to it or subtracted from it. This can be useful for encouraging diversity among a population so that many different solutions are found rather than a few, very similar solutions.

The evolutionary algorithms can be any level of sophistication. More complex fitness functions and more complex crossover functions, like multi-point crossover could prove to be more effective methods of evolution than simple ones.

2.5 Estimation Exploration Algorithm

The systems identification method I will be employing to perform opponent modeling is called the estimation exploration algorithm. It is an algorithm developed in “Nonlinear System Identification using Coevolution of Models and Tests”[5]. The basic outline of the algorithm is as follows[5].

1. **Characterization of the target system** - In this step, a representation of the target hidden system will be defined. A representation for the inputs to the system and the outputs from the system will also be defined.

2. **Initialization** - Either an existing initialization set for the representations mentioned in step 1 will be used followed by going to step 3 or a random set of representations will be created and tested once, storing the results then going to step 4.
3. **Exploration** - First, a random set of tests to run will be generated. That is to say, a set of the representations for tests from step 1 will be created randomly. Then these representations will be evolved based on the best model(s) so far and tested for fitness, storing the results. Fitness will be determined by how much a particular test creates disagreement among the given set of models.

4. **Estimation** - The existing models of the system will be evolved, encouraging diversity among them. The fitness of a particular model is defined by its ability to accurately model all previous sets of inputs and outputs from the system. The best model out of the set of models will be sent to step 6, and $N$ of the best models will be sent to step 3 to continue evolution.

5. **Termination** - The algorithm will continue until a sufficiently accurate model of the hidden system is found. If no good models or tests are found, the representation may be flawed, the hidden system may not return sufficient information in its output or the search space may be too large.

6. **Validation** - The given model will be tested using previously unused input to determine its accuracy.

This algorithm is relatively simple. From a beginning set of models of the hidden system, the algorithm will send an input to the system and observe the output. Based on this output, the algorithm will determine how accurate each model is. Then the algorithm will choose the best of the current models and evolve it so that the next input we send to the hidden system will cause the highest level of disagreement among the models. This disagreement is crucial, as it maximizes the amount of information that we get out of one test. This makes the models evolve much more rapidly than without tests that maximize disagreement among them.

The estimation exploration algorithm has been shown to be a very powerful algorithm for systems identification. One of the works that used this algorithm was able to make a robot that was resilient to damage[6]. The robot maintained a model of itself and learned to move forward from that model. Then, if the robot became damaged, all that it had to do was update its internal model of itself to relearn how to move forward. Another example of this algorithm in use is in “Distilling Free-form Natural Laws from Experimental Data”[26]. In this paper, Schmidt et al. showed that using only data from a pendulum swinging and the estimation exploration algorithm, they could derive Lagrangian and Hamiltonian laws of physics.
as well as other laws about conservation of energy.

In the context of board games, the estimation exploration algorithm will be used to model an opponent. The models will be static evaluators with varying weights for a constant feature vector. In other words, the weight values that the static evaluators use will be evolving.

The tests will be sets of game states that are presented to the opponent to get a resulting move. These tests will be evolved to maximize disagreement among the models.

2.6 Konane

The game I’ve chosen to work with is konane. It is a game similar to checkers and is often called Hawaiian Checkers. The rules of konane are as follows

1. The game begins with all the pieces on the board (or table, ground, etc.) arranged in an alternating pattern.

2. Players decide which colors to play (black or white).
3. Black traditionally starts first, and must remove one of its pieces from the middle of the board, or from one of the four corners of the board. There are 4 pieces (2 black and 2 white diagonally opposite each other) that form a $2 \times 2$ square array in the middle of the board. Black can either remove one of those two black pieces, or remove a black piece from one of the four corners of the board. The four corners of the board will also consist of two black pieces and two white pieces that are diagonally opposite from each other.

4. White then removes one of its pieces orthogonally adjacent to the empty space created by Black. There are now two orthogonally adjacent empty spaces on the board.

5. From here on, players take turns capturing each other’s pieces. All moves must be capturing moves. A player captures an enemy piece by hopping over it with their own piece similar to draughts. However, unlike draughts, captures can be done only orthogonally and not diagonally. The player’s piece hops over the orthogonally adjacent enemy piece, and lands on a vacant space immediately beyond. The player’s piece can continue to hop over enemy pieces but only in the same orthogonal direction. The player can stop hopping enemy pieces at any time, but must at least capture one enemy piece in a turn. After the piece has stopped hopping, the player’s turn ends. Only one piece may be used in a turn to capture enemy pieces.

6. The player unable to make a capture is the loser; his opponent is the winner.

Figure 9: Konane board of a game in progress to help illustrate the game[18].
The major advantage to using this game is that it is easy to implement so it will be used as a solid proof of concept that the estimation exploration algorithm can be used to model opponents in a board game. These concepts will be able to be generalized to any board game.

3 Implementation

I implemented the entire system that I had planned out early in the project. In addition, I wrote a number of programs that help with interpreting the data that the system generates. All source code is available for viewing and modification at https://github.com/okiyama/EEA-Opponent-Modeling.

Below is a timeline overview of what I implemented for my thesis in rough chronological order.

I began with Professor Rieffel’s konane starter code, I built a working game of konane that has minimax and alpha beta pruning. I didn’t mention alpha beta pruning previously because it is essentially just an implementation detail and all it does is make minimax work more quickly, without making it any less accurate.

After the engine was in place, I built the models portion of the estimation exploration algorithm by having static evaluators which can be substituted in easily and which can also be evolved. I previously discussed how I represent static evaluators. The evolutionary techniques I chose to employ were uniform crossover and mutation, as previously discussed.

With models and a working engine in place, I tried to familiarize myself with evolutionary algorithms a little bit by writing code to make a static evaluator hill climb to try to maximize its win percentage versus an unchanging opponent. Hill climbing is not technically an evolutionary algorithm because it does not use crossover or mutation. However, it did prove useful as the structure of hill climbing is extremely similar to evolutionary algorithms. Hill climbing is essentially the same as an evolutionary algorithm except rather than generating a new population through crossover, a hill climbing algorithm simply chooses the most fit individual and generates a new population by mutating that individual to make children.

I knew that I was going to need to be able to create tests for an opponent before I could do much more in the EEA so I built a system for generating random board states. This was important because I was going to need to be able to rapidly retrieve random board states for when I was generating tests for the models.
to work against. The solution I chose was to have random players play against each other and record each board state that occurred during their gameplay to disk, for later use. This meant I could undergo a very time intensive step of generating thousands of random legal board states one time only then retrieve states very quickly by doing a simple list lookup.

Because I had board states at my disposal, I was able to start testing opponents for their responses. This ended up being much less straightforward than I thought initially because I knew that in the near future, I would need to make these tests be able to evolve. Because of this, I built a somewhat complicated class structure to differentiate between an individual test, which is a board state with a response from the opponent, a set of tests which is what we evolve to maximize disagreement and a suite of sets of tests which will be used to evolve the sets against each other. The end result was a system that could later be extended to allow for sets of tests that could evolve. At the time it was only capable of creating purely random tests and presenting those to an opponent though.

Then I changed my hill climbing so that it evolved to match moves that an opponent made, rather than trying to evolve to maximize win percentage.

After that I moved back to the tests and made them evolve to maximize disagreement among the models. This proved somewhat difficult as the disagreement metric was not very obvious to come up with. The metric I ended up going with was for every board state in the given test, give it a +1 disagreement score for each time two models did not agree on what move to make for the current board state. After that score was found, I normalized by the number of tests * the number of models, to make disagreement vary between 0 and 1.

Finally, after having tests which evolve to maximize the disagreement of a set of models and having models which evolve to correctly predict those tests, I had a fully working EEA. This luckily happened relatively early in the project which left me a fair bit of time to improve on certain aspects as well as spend time collecting and working with the data.

The extra programs I wrote were a fairly robust figure generator as well as a program written to analyze the strength of the models which I discovered. The figure generator was built slowly throughout the entire project and had to be modified frequently to match up with the changing formats of the data files I was
using. As the project grew, I was storing more and more data per line in my data files which required changing the graphing code. The model analyzer program is fairly straightforward. It loads up a data file of models and finds the most appropriate ones then tests them out against the same opponent as before to see how accurate they are on a large scale. It is worth noting that this requires getting thousands of moves from the opponent, so this program is only feasible for use with a computer opponent.

All throughout the process of implementation I was continually testing and collecting data. I have multiple gigabytes of raw CSV data that I’ve generated throughout the project. Most of this data was generated thanks to the Union College supercomputing cluster, which I was graciously given access to. This saved me from leaving my laptop on 24/7 and it also made it much easier to get large amounts of data.

In addition to this, I have spent a very large amount of time learning the related concepts that I’ve explained in this paper as well as reading many related papers. A lot of the hours I put into this thesis didn’t end up resulting in direct, measurable output but instead in teaching me about the subject material so that I have the ability to output code that will get me closer to my goals.

4 Results

My results were quite promising. The majority of my testing was playing against my own game engine. This was largely because it was custom built from the ground up to be easy to test against, so any other system would necessarily be more difficult to work with. That being said, I did try having my system try to evolve playing against myself as well as a program that I found online. The interesting thing about the program I found online is that it happened to use the exact same API as my program, so it was easy to test against.

My system got so much data out largely due to being able to run many instances of the program on the Union College super computer. While I was running my tests, I filled up many of the nodes on the cluster which made the process monitor of the cluster look like this:
That’s over 100 cores all being used simultaneously for data generation. The only other machine I had to use for data generation was my laptop, with only 4 cores. I would have never been able to do some of the data generation and interpretation that I did without the resource of the cluster at my fingertips.

The following figures are generated by running my system with varying depths for the models and the opponents. I found that with the depths were the same, the system almost always succeeded at finding a good model. However, even minor differences could result in not arriving at good models.

For all of these figures, fitness for each model is defined as:

\[
\text{fitness} = (\text{number of tests this model correctly predicts} \times 100) + (\text{diversity score of this model} \times 0.0001)
\]

The reason for these weight values was to guarantee that a more accurate model will always win over a less accurate model while having diversity act as a tie breaker between equally accurate models. The jumps in fitness that you see are when a new round of the EEA begins. The models continuously evolve until there are enough individuals in the population that are fully accurate at predicting the current set of tests to evolve a new population. These jumps are because new rounds introduce more tests for the models to accurately predict, which makes their fitness jump. This jump makes sense intuitively because it means that the models are accurately solving a more difficult challenge in being accurate against more
tests. Additionally, each figure represents exactly two hours of evolution.

Figure 11: A typical “good” result

The above figure shows what the fitness of the models looks like in a ”good“ run of the evolution. Fitness raises gradually and by the end, 16 tests are accurately predicted.
The above figure shows what a “bad” run of the evolution looks like. The evolution gets stuck and doesn’t ever accurately predict more than a few tests. This sort of pathology was one that I found throughout all of my testing. I was able to dramatically decrease how often this happened by adjusting parameters of the evolution like how often mutation would occur and how much a mutation would change the model. This was useful for breaking out of being stuck because it forced diversity on the models. This made them search in previously unexplored parts of the problem space.
The above table shows the percentage accuracy of the best model that was found through two hours of evolution. The model depth on the left shows the depth that the minimax player was using when trying to model the opponent and the opponent depth indicates the depth the opponent was using for their minimax player. This percent accuracy was found by choosing thousands of random board positions and seeing if the moves that the opponent makes agree with the moves that the models make. It’s worth noting that because this method requires providing moves for thousands of board positions, it is not a very realistic test to use with a human player and only works well with opponents that are programs willing to play through thousands of board states.

The data shows that no best model found was worse than 34.9% accuracy. We also find that the average accuracy of the data is 53%. These numbers sound fairly low, but the accuracy of a model making purely random moves is 10.7%. I found the percentage for a random player empirically and it is directly related to how my program works, so it is fair to compare the results above versus this benchmark number for a random model. We can see then that even our worst models perform significantly better than random, which is a good start for any evolutionary algorithm but also that we sometimes reach quite high percentage accuracies. This shows that in all cases, at the very least there is some level of modeling that is successfully occurring. In cases where the settings for the opponent and the model are similar, the modeling can be quite accurate. This points to two possibilities, either that my particular implementation is flawed or the approach has limits in and of itself. My implementation is admittedly simplistic in many regards, particularly the evolutionary processes which could potentially cap the modeling capabilities of the system. However, it is also possible that there is simply limits to how well a static evaluator model can model an arbitrary opponent’s play.
When evolving versus the opponent that I found online, which I previously mentioned, my system found a model with a 42.8% accuracy rating. I have no knowledge of how this program chose to play, which is quite promising as it shows that even using significantly different programs, it is still possible to get a reasonably accurate model of an opponent.

I did some preliminary testing with modeling a human player, but unfortunately I was the only person that I tested. From this testing my system did not find any promising models. I suspect this is because my system is based entirely upon building a model which is trying to win the game. My system explicitly cannot model an opponent who is actively trying to lose or who has an arbitrary strategy like “make the first legal move you see”. I feel that my knowledge of konane was so weak that I did not have an internal winning strategy that I was employing in any sort of meaningful way. It would be very interesting to test my system against a konane veteran, but I did not have any on hand while working on this project.

5 Conclusion

The goal of the project was to model opponents in board games using the estimation exploration algorithm. I had set out a plan to implement a program which used konane as an example board game to demonstrate the strength of the estimation exploration algorithm for modeling opponents. From there, I implemented the system that I had planned on making in its entirety. After the system was in place, I began gathering data and interpreting it. The results I found were quite promising to indicate that the EEA works to model opponents in some capacity.

Future work would most notably include making the evolutionary process of the system more sophisticated. This could allow for the system to find even more accurate models.

Another direction to go from here would be to find and create more opponents to test against. My test suite was largely made up of models and opponents using mostly the same code. It would be good to test against a wider suite of opponents as well as human opponents.

It would also be worthwhile to implement this work in other games like chess to see how much the results compare from one game to another.
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